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Regression Data creation
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import pandas as pd
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import os
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import numpy as np
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import matplotlib.pyplot as plt 5

import torch
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m = 100
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X = 2 \* torch.rand(m, 1)
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y = 4 + 3 \* X + torch.randn(m, 1)
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from sklearn.model\_selection import train\_test\_split

2

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2)
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plt.scatter(X\_train, y\_train, s=10)

2

plt.scatter(X\_test, y\_test, s=10)

3

plt.legend(['Training set', 'Test set'])
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1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAlCAYAAAB7yHheAAAAFElEQVQ4jWNgGAWjYBSMglEw7AEABe0AARMyrxoAAAAASUVORK5CYII=)

X\_train\_3 = X\_train[:3] 2

y\_train\_3 = y\_train[:3]

1 X\_train\_3, y\_train\_3 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAWCAYAAAD5Jg1dAAAAEUlEQVQokWNgGAWjYBQMLAAAA4YAAZNgNvEAAAAASUVORK5CYII=)(tensor([[1.7067],

[1.5265],

[0.5538]]), tensor([[9.4494],

[8.4113],

[4.5896]]))

1 plt.scatter(X\_train\_3, y\_train\_3) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAWCAYAAAD5Jg1dAAAAEUlEQVQokWNgGAWjYBQMLAAAA4YAAZNgNvEAAAAASUVORK5CYII=)<matplotlib.collections.PathCollection at 0x7f946b5ee590> ![](data:image/png;base64,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)

Hypothesis

H(x) = Wx+b

1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAA0CAYAAACzQqlgAAAAGUlEQVRIiWNgGAWjYBSMglEwCkbBKKAcAAAIVAABOcyrLAAAAABJRU5ErkJggg==)

W = torch.zeros(1, requires\_grad=True) 2

b = torch.zeros(1, requires\_grad=True) 3

hypothesis = X\_train\_3 \* W + b

1 hypothesis![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAWCAYAAAD5Jg1dAAAAEUlEQVQokWNgGAWjYBQMLAAAA4YAAZNgNvEAAAAASUVORK5CYII=)tensor([[0.],
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[0.],

[0.]], grad\_fn=<AddBackward0>)

Compute loss

cost(W, b) = mean((H(x) - y)^2)

1 cost = torch.mean((hypothesis - y\_train\_3) \*\* 2) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAWCAYAAAD5Jg1dAAAAEUlEQVQokWNgGAWjYBQMLAAAA4YAAZNgNvEAAAAASUVORK5CYII=)

1 cost ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAWCAYAAAD5Jg1dAAAAEUlEQVQokWNgGAWjYBQMLAAAA4YAAZNgNvEAAAAASUVORK5CYII=)tensor(60.3686, grad\_fn=<MeanBackward0>)

Gradient descent

미분으로 계산

1 y\_train\_3 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//85AwAIzALmT9Ku0wAAAABJRU5ErkJggg==)tensor([[9.4494],

[8.4113],

[4.5896]])

1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8JAwAIxgLjmkx62AAAAABJRU5ErkJggg==)

## dC/dW

2

sum((2/3) \* ((W \* X\_train\_3 + b) - y\_train\_3) \* X\_train\_3) tensor([-21.0059], grad\_fn=<AddBackward0>)

1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8xAwAIxALidUN1FQAAAABJRU5ErkJggg==)

## dC/db

2

sum((2/3) \* ((W \* X\_train\_3 + b) - y\_train\_3)) tensor([-14.9669], grad\_fn=<AddBackward0>)

torch.optim 라이브러리 활용

1 import torch.optim as optim ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8ZAwAIygLlHeu6RwAAAABJRU5ErkJggg==)

Optimizer 설정 - Stochastic gradient descent 를 활용하여 W와 b를 최적화. learning rate=0.01

1 optimizer = optim.SGD([W, b], lr=0.01)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8pAwAIyALkwQv77QAAAABJRU5ErkJggg==)
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최적화 과정 - 3가지가 항상 붙어다님.

1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8BAwAIvgLf3C5x0AAAAABJRU5ErkJggg==)

hypothesis = X\_train\_3 \* W + b

2

cost = torch.mean((hypothesis - y\_train\_3) \*\* 2)

1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8RAwAIwgLhJ3phgQAAAABJRU5ErkJggg==)

optimizer.zero\_grad() # 모든 gradient를 0으로 초기화

2

cost.backward(retain\_graph=True) # gradient 계산하여 (parameters).grad를 저장 3

optimizer.step() # step으로 parameter를 개선

gradient 확인

1 W.grad, b.grad ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8hAwAIwALg+5ogKwAAAABJRU5ErkJggg==)(tensor([-21.0059]), tensor([-14.9669]))

1 print(W, b) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8uAwAIuALceF8VrQAAAABJRU5ErkJggg==)tensor([0.2101], requires\_grad=True) tensor([0.1497], requires\_grad=True)

1 step이후 확인

1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8OAwAItgLbIxiUmAAAAABJRU5ErkJggg==)

hypothesis = X\_train\_3 \* W + b

2

hypothesis

tensor([[0.5082],

[0.4703],

[0.2660]], grad\_fn=<AddBackward0>)

1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8+AwAIvALe9oZAkwAAAABJRU5ErkJggg==)

plt.scatter(X\_train\_3, y\_train\_3)

2

plt.plot(X\_train\_3, hypothesis.detach().numpy())

[<matplotlib.lines.Line2D at 0x7f946b4f87d0>] ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8eAwAIugLdpL9UBwAAAABJRU5ErkJggg==)

Training with Full code
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1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8WAwAIsgLZni6PwQAAAABJRU5ErkJggg==)

# Data setup

2

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2) 3

4

# Model initialize

5

W = torch.zeros(1, requires\_grad=True)

6

b = torch.zeros(1, requires\_grad=True)

7

8

# Set optimizer

9

optimizer = optim.SGD([W, b], lr=0.01)

10

11

nb\_epochs = 1000

12

for epoch in range(nb\_epochs + 1):

13

# Calculate H(X)

14

hypothesis = X\_train \* W + b

15

# hypothesis = X\_train\_3 \* W + b

16

17

# Calculate cost

18

cost = torch.mean((hypothesis - y\_train) \*\* 2)

19

# cost = torch.mean((hypothesis - y\_train\_3) \*\* 2)

20

21

# Parameter gradient descent

22

optimizer.zero\_grad()

23

cost.backward()

24

optimizer.step()

25

26

if epoch % 20 == 0:

27

print('Epoch {:4d}/{} W: {:.3f}, b: {:.3f} Cost: {:.6f}'.format( 28

epoch, nb\_epochs, W.item(), b.item(), cost.item()

29

))

Epoch 0/1000 W: 0.160, b: 0.140 Cost: 53.038891

Epoch 20/1000 W: 2.212, b: 1.972 Cost: 9.947540

Epoch 40/1000 W: 3.026, b: 2.758 Cost: 2.665808

Epoch 60/1000 W: 3.333, b: 3.112 Cost: 1.417548

Epoch 80/1000 W: 3.434, b: 3.287 Cost: 1.188125

Epoch 100/1000 W: 3.453, b: 3.386 Cost: 1.132732

Epoch 120/1000 W: 3.439, b: 3.452 Cost: 1.108790

Epoch 140/1000 W: 3.413, b: 3.504 Cost: 1.092014

Epoch 160/1000 W: 3.383, b: 3.547 Cost: 1.078076

Epoch 180/1000 W: 3.354, b: 3.586 Cost: 1.066038

Epoch 200/1000 W: 3.325, b: 3.622 Cost: 1.055560

Epoch 220/1000 W: 3.298, b: 3.655 Cost: 1.046426

Epoch 240/1000 W: 3.272, b: 3.685 Cost: 1.038461

Epoch 260/1000 W: 3.249, b: 3.714 Cost: 1.031516

Epoch 280/1000 W: 3.226, b: 3.740 Cost: 1.025460

Epoch 300/1000 W: 3.205, b: 3.765 Cost: 1.020178

Epoch 320/1000 W: 3.186, b: 3.788 Cost: 1.015573

Epoch 340/1000 W: 3.168, b: 3.810 Cost: 1.011556

Epoch 360/1000 W: 3.151, b: 3.830 Cost: 1.008054

Epoch 380/1000 W: 3.135, b: 3.849 Cost: 1.005000

Epoch 400/1000 W: 3.120, b: 3.867 Cost: 1.002337

Epoch 420/1000 W: 3.106, b: 3.883 Cost: 1.000015

Epoch 440/1000 W: 3.093, b: 3.899 Cost: 0.997989

Epoch 460/1000 W: 3.081, b: 3.913 Cost: 0.996223

Epoch 480/1000 W: 3.070, b: 3.926 Cost: 0.994683

https://colab.research.google.com/drive/1aXMeQkZreJdJGDUlKNl9HyFOSU5RyFSP#printMode=true 5/13

21. 10. 8. 오전 11:35 112-Regression.ipynb - Colaboratory Epoch 500/1000 W: 3.060, b: 3.939 Cost: 0.993340

Epoch 520/1000 W: 3.050, b: 3.951 Cost: 0.992169

Epoch 540/1000 W: 3.041, b: 3.962 Cost: 0.991148

Epoch 560/1000 W: 3.032, b: 3.972 Cost: 0.990258

Epoch 580/1000 W: 3.024, b: 3.981 Cost: 0.989481

Epoch 600/1000 W: 3.017, b: 3.990 Cost: 0.988804

Epoch 620/1000 W: 3.010, b: 3.998 Cost: 0.988213

Epoch 640/1000 W: 3.003, b: 4.006 Cost: 0.987698

Epoch 660/1000 W: 2.997, b: 4.013 Cost: 0.987249

Epoch 680/1000 W: 2.991, b: 4.020 Cost: 0.986858

Epoch 700/1000 W: 2.986, b: 4.027 Cost: 0.986516

Epoch 720/1000 W: 2.981, b: 4.032 Cost: 0.986218

Epoch 740/1000 W: 2.977, b: 4.038 Cost: 0.985959

Epoch 760/1000 W: 2.972, b: 4.043 Cost: 0.985732

Epoch 780/1000 W: 2.968, b: 4.048 Cost: 0.985535

Epoch 800/1000 W: 2.965, b: 4.052 Cost: 0.985362

Epoch 820/1000 W: 2.961, b: 4.057 Cost: 0.985212

Epoch 840/1000 W: 2.958, b: 4.060 Cost: 0.985081

Epoch 860/1000 W: 2.955, b: 4.064 Cost: 0.984967

Epoch 880/1000 W: 2.952, b: 4.067 Cost: 0.984868

Epoch 900/1000 W: 2.949, b: 4.071 Cost: 0.984781

Epoch 920/1000 W: 2.947, b: 4.074 Cost: 0.984705

Epoch 940/1000 W: 2.944, b: 4.076 Cost: 0.984639

Epoch 960/1000 W: 2.942, b: 4.079 Cost: 0.984581

Epoch 980/1000 W: 2.940, b: 4.081 Cost: 0.984531

Epoch 1000/1000 W: 2.938, b: 4.084 Cost: 0.984487

1 hx = (X\_train \* W + b).detach().numpy() ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8mAwAIsALYQs7OawAAAABJRU5ErkJggg==)

1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//82AwAItALazBebVQAAAABJRU5ErkJggg==)

plt.figure(figsize=[6, 6])

2

plt.scatter(X\_train, y\_train, s=10)

3

plt.scatter(X\_train, hx, s=20, c='r')

<matplotlib.collections.PathCollection at 0x7f946b4d6e10> ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8vAwAI+AL8ldyzEQAAAABJRU5ErkJggg==)
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nn.module 을 활용하여 모델 구축

nn.module : 신경망 모듈. 각종 레이어(linear, conv, ...)를 지원하며 output을 return하는 forward(input) 메서드를 포함함

1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8PAwAI9gL7zpsyJAAAAABJRU5ErkJggg==)

from torch import nn as nn

2

from torch.nn import functional as F

nn.Linear 레이어의 활용

1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

class my\_LinearRegression(nn.Module): 2

def \_\_init\_\_(self):

3

super().\_\_init\_\_()

4

self.linear = nn.Linear(1, 1)

5

6

def forward(self, x):

7

return self.linear(x)

1 model = my\_LinearRegression() ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8fAwAI+gL9STzyuwAAAABJRU5ErkJggg==)

1 model ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8nAwAI8AL4r01o1wAAAABJRU5ErkJggg==)my\_LinearRegression(

(linear): Linear(in\_features=1, out\_features=1, bias=True) )

1 hypothesis = model(X\_train[:3]) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8HAwAI7gL35vfCoAAAAABJRU5ErkJggg==)

1 hypothesis ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//83AwAI9AL6IZQ96QAAAABJRU5ErkJggg==)tensor([[ 0.4109],

[-0.4739],

[-0.2649]], grad\_fn=<AddmmBackward>)

1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8XAwAI8gL5c60pfQAAAABJRU5ErkJggg==)

hypothesis = model(X\_train)

2

cost = F.mse\_loss(hypothesis, y\_train)

1 cost ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//87AwAI7AL2/bfpfgAAAABJRU5ErkJggg==)tensor(55.6750, grad\_fn=<MseLossBackward>)

1 optimizer = optim.SGD(model.parameters(), lr=0.01) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8bAwAI6gL1r4796gAAAABJRU5ErkJggg==)

1 2 3

optimizer.zero\_grad() cost.backward() ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8rAwAI6AL0c268QAAAAABJRU5ErkJggg==)

i i ()
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3 optimizer.step()

Training with Full code

1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8TAwAI4gLxlR8mLAAAAABJRU5ErkJggg==)

# Data setup

2

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2) 3

4

# Model initialize

5

model = my\_LinearRegression()

6

7

# Set optimizer

8

optimizer = optim.SGD(model.parameters(), lr=0.01)

9

10

nb\_epochs = 1000

11

for epoch in range(nb\_epochs + 1):

12

# Calculate H(X)

13

hypothesis = model(X\_train)

14

15

# Calculate cost

16

cost = F.mse\_loss(hypothesis, y\_train)

17

18

# Parameter gradient descent

19

optimizer.zero\_grad()

20

cost.backward()

21

optimizer.step()

22

23

if epoch % 20 == 0:

24

params = list(model.parameters())

25

W = params[0].item()

26

b = params[1].item()

27

print('Epoch {:4d}/{} W: {:.3f}, b: {:.3f} Cost: {:.6f}'.format( 28

epoch, nb\_epochs, W, b, cost.item()

29

))

Epoch 0/1000 W: 0.946, b: 0.348 Cost: 37.520115

Epoch 20/1000 W: 2.637, b: 1.902 Cost: 7.496470

Epoch 40/1000 W: 3.293, b: 2.581 Cost: 2.423627

Epoch 60/1000 W: 3.528, b: 2.899 Cost: 1.537814

Epoch 80/1000 W: 3.592, b: 3.067 Cost: 1.358345

Epoch 100/1000 W: 3.589, b: 3.171 Cost: 1.301265

Epoch 120/1000 W: 3.561, b: 3.246 Cost: 1.268185

Epoch 140/1000 W: 3.523, b: 3.308 Cost: 1.242164

Epoch 160/1000 W: 3.484, b: 3.361 Cost: 1.219972

Epoch 180/1000 W: 3.446, b: 3.410 Cost: 1.200723

Epoch 200/1000 W: 3.410, b: 3.455 Cost: 1.183975

Epoch 220/1000 W: 3.375, b: 3.496 Cost: 1.169392

Epoch 240/1000 W: 3.343, b: 3.535 Cost: 1.156693

Epoch 260/1000 W: 3.313, b: 3.571 Cost: 1.145634

Epoch 280/1000 W: 3.285, b: 3.605 Cost: 1.136003

Epoch 300/1000 W: 3.259, b: 3.636 Cost: 1.127617

Epoch 320/1000 W: 3.234, b: 3.665 Cost: 1.120313

Epoch 340/1000 W: 3.212, b: 3.692 Cost: 1.113953

Epoch 360/1000 W: 3.190, b: 3.718 Cost: 1.108415
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Epoch 380/1000 W: 3.170, b: 3.742 Cost: 1.103592 Epoch 400/1000 W: 3.152, b: 3.764 Cost: 1.099392 Epoch 420/1000 W: 3.135, b: 3.784 Cost: 1.095734 Epoch 440/1000 W: 3.118, b: 3.804 Cost: 1.092549 Epoch 460/1000 W: 3.103, b: 3.822 Cost: 1.089775 Epoch 480/1000 W: 3.089, b: 3.839 Cost: 1.087359 Epoch 500/1000 W: 3.076, b: 3.854 Cost: 1.085256 Epoch 520/1000 W: 3.064, b: 3.869 Cost: 1.083424 Epoch 540/1000 W: 3.053, b: 3.883 Cost: 1.081829 Epoch 560/1000 W: 3.042, b: 3.895 Cost: 1.080440 Epoch 580/1000 W: 3.032, b: 3.907 Cost: 1.079230 Epoch 600/1000 W: 3.023, b: 3.918 Cost: 1.078177 Epoch 620/1000 W: 3.014, b: 3.929 Cost: 1.077259 Epoch 640/1000 W: 3.006, b: 3.938 Cost: 1.076460 Epoch 660/1000 W: 2.998, b: 3.947 Cost: 1.075765 Epoch 680/1000 W: 2.991, b: 3.956 Cost: 1.075159 Epoch 700/1000 W: 2.985, b: 3.964 Cost: 1.074631 Epoch 720/1000 W: 2.979, b: 3.971 Cost: 1.074172 Epoch 740/1000 W: 2.973, b: 3.978 Cost: 1.073772 Epoch 760/1000 W: 2.968, b: 3.984 Cost: 1.073423 Epoch 780/1000 W: 2.963, b: 3.990 Cost: 1.073120 Epoch 800/1000 W: 2.958, b: 3.996 Cost: 1.072855 Epoch 820/1000 W: 2.954, b: 4.001 Cost: 1.072625 Epoch 840/1000 W: 2.950, b: 4.006 Cost: 1.072425 Epoch 860/1000 W: 2.946, b: 4.010 Cost: 1.072251 Epoch 880/1000 W: 2.942, b: 4.015 Cost: 1.072098 Epoch 900/1000 W: 2.939, b: 4.019 Cost: 1.071966 Epoch 920/1000 W: 2.936, b: 4.022 Cost: 1.071851 Epoch 940/1000 W: 2.933, b: 4.026 Cost: 1.071751 Epoch 960/1000 W: 2.930, b: 4.029 Cost: 1.071663 Epoch 980/1000 W: 2.928, b: 4.032 Cost: 1.071587 Epoch 1000/1000 W: 2.926, b: 4.035 Cost: 1.071521

결과 확인

1 hx = (model(X\_train)).detach().numpy() ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8jAwAI4ALwSf9nhgAAAABJRU5ErkJggg==)

1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8LAwAI5gLzKCk9dQAAAABJRU5ErkJggg==)

plt.figure(figsize=[6, 6])

2

plt.scatter(X\_train, y\_train, s=10) 3

plt.scatter(X\_train, hx, s=20, c='r')

https://colab.research.google.com/drive/1aXMeQkZreJdJGDUlKNl9HyFOSU5RyFSP#printMode=true 9/13

21. 10. 8. 오전 11:35 112-Regression.ipynb - Colaboratory

<matplotlib.collections.PathCollection at 0x7f946b4ad890> Multivariate Linear Regression![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8zAwAI5ALyxyYyuAAAAABJRU5ErkJggg==)

1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8dAwAI2gLt+1m1FgAAAABJRU5ErkJggg==)

m = 100

2

x1 = torch.rand(m, 1)

3

x2 = 2 \* torch.rand(m, 1)

4

x3 = 3 \* torch.rand(m, 1)

5

X = torch.cat((x1, x2, x3), axis=1)

6

y = 4 + 3 \* x1 + 2 \* x2 + 5 \* x3 + torch.randn(m, 1)

1 X.shape, y.shape ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8tAwAI2ALsJ7n0vAAAAABJRU5ErkJggg==)(torch.Size([100, 3]), torch.Size([100, 1]))

1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8DAwAI3gLvJb+bdQAAAABJRU5ErkJggg==)

class MultivariateLinearRegressionModel(nn.Module):

2

def \_\_init\_\_(self):

3

super().\_\_init\_\_()

4

self.linear = nn.Linear(3, 1)

5

6

def forward(self, x):

7

return self.linear(x)

1

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2) 2

3

model = MultivariateLinearRegressionModel()

4

5

# Set optimizer

6

optimizer = optim.SGD(model.parameters(), lr=0.01)

7

8

nb\_epochs = 2000

9

for epoch in range(nb\_epochs + 1):

10

# Calculate H(X)

11

hypothesis = model(X\_train)

12

13

# Calculate cost

14

cost = F.mse\_loss(hypothesis, y\_train)

15

16

# Parameter gradient descent

17

optimizer.zero\_grad()

18

cost.backward()

19

optimizer.step()

20

21

if epoch % 20 == 0:

22

li ( l ())
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22

params = list(model.parameters())

23

24

print('Epoch {:4d}/{} {} Cost: {:.6f}'.format(

25

epoch, nb\_epochs, list(model.parameters()), cost.item()

26

))

Epoch 0/2000 [Parameter containing:

tensor([[-0.0884, 0.0534, 0.0660]], requires\_grad=True), Parameter containing: tensor([0.6565], requires\_grad=True)] Cost: 289.553070

Epoch 20/2000 [Parameter containing:

tensor([[1.1863, 2.4604, 4.7005]], requires\_grad=True), Parameter containing: tensor([3.1468], requires\_grad=True)] Cost: 5.294409

Epoch 40/2000 [Parameter containing:

tensor([[1.3738, 2.6122, 5.2532]], requires\_grad=True), Parameter containing: tensor([3.4503], requires\_grad=True)] Cost: 1.672374

Epoch 60/2000 [Parameter containing:

tensor([[1.4377, 2.5288, 5.3444]], requires\_grad=True), Parameter containing: tensor([3.5116], requires\_grad=True)] Cost: 1.539234

Epoch 80/2000 [Parameter containing:

tensor([[1.4851, 2.4322, 5.3775]], requires\_grad=True), Parameter containing: tensor([3.5463], requires\_grad=True)] Cost: 1.468914

Epoch 100/2000 [Parameter containing:

tensor([[1.5282, 2.3454, 5.3987]], requires\_grad=True), Parameter containing: tensor([3.5780], requires\_grad=True)] Cost: 1.414102

Epoch 120/2000 [Parameter containing:

tensor([[1.5685, 2.2693, 5.4139]], requires\_grad=True), Parameter containing: tensor([3.6092], requires\_grad=True)] Cost: 1.370545

Epoch 140/2000 [Parameter containing:

tensor([[1.6062, 2.2025, 5.4247]], requires\_grad=True), Parameter containing: tensor([3.6399], requires\_grad=True)] Cost: 1.335511

Epoch 160/2000 [Parameter containing:

tensor([[1.6416, 2.1438, 5.4320]], requires\_grad=True), Parameter containing: tensor([3.6700], requires\_grad=True)] Cost: 1.307000

Epoch 180/2000 [Parameter containing:

tensor([[1.6749, 2.0921, 5.4363]], requires\_grad=True), Parameter containing: tensor([3.6993], requires\_grad=True)] Cost: 1.283536

Epoch 200/2000 [Parameter containing:

tensor([[1.7061, 2.0464, 5.4383]], requires\_grad=True), Parameter containing: tensor([3.7277], requires\_grad=True)] Cost: 1.264021

Epoch 220/2000 [Parameter containing:

tensor([[1.7354, 2.0059, 5.4383]], requires\_grad=True), Parameter containing: tensor([3.7552], requires\_grad=True)] Cost: 1.247635

Epoch 240/2000 [Parameter containing:

tensor([[1.7629, 1.9699, 5.4369]], requires\_grad=True), Parameter containing: tensor([3.7816], requires\_grad=True)] Cost: 1.233756

Epoch 260/2000 [Parameter containing:

tensor([[1.7888, 1.9377, 5.4343]], requires\_grad=True), Parameter containing: tensor([3.8071], requires\_grad=True)] Cost: 1.221911

Epoch 280/2000 [Parameter containing:

tensor([[1.8130, 1.9090, 5.4308]], requires\_grad=True), Parameter containing: tensor([3.8315], requires\_grad=True)] Cost: 1.211734

Epoch 300/2000 [Parameter containing:

tensor([[1.8358, 1.8832, 5.4266]], requires\_grad=True), Parameter containing: tensor([3.8548], requires\_grad=True)] Cost: 1.202940

Epoch 320/2000 [Parameter containing:

tensor([[1.8573, 1.8600, 5.4218]], requires\_grad=True), Parameter containing: tensor([3.8772], requires\_grad=True)] Cost: 1.195304

Epoch 340/2000 [Parameter containing:

tensor([[1.8774, 1.8391, 5.4167]], requires\_grad=True), Parameter containing: tensor([3.8985], requires\_grad=True)] Cost: 1.188647
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Epoch 360/2000 [Parameter containing:

tensor([[1.8963, 1.8202, 5.4114]], requires\_grad=True), Parameter containing: tensor([3.9188], requires\_grad=True)] Cost: 1.182823

Epoch 380/2000 [Parameter containing:

tensor([[1 9141 1 8030 5 4058]] requires grad=True) Parameter containing: 결과 확인

1 from sklearn.decomposition import PCA ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//89AwAI3ALuqWChggAAAABJRU5ErkJggg==)

1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8NAwAI1gLrfP51iQAAAABJRU5ErkJggg==)

pca = PCA(n\_components=1)

2

X\_pca = pca.fit\_transform(X\_train)

1 hx = model(X\_train).detach().numpy() ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//81AwAI1ALqk/F6RAAAAABJRU5ErkJggg==)

1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8VAwAI0gLpwchu0AAAAABJRU5ErkJggg==)

plt.scatter(X\_pca, y\_train, s=20)

2

plt.scatter(X\_pca, hx, s=20)

<matplotlib.collections.PathCollection at 0x7f946984bbd0> ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8lAwAI0ALoHSgvegAAAABJRU5ErkJggg==)1![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8FAwAIzgLnVJKFDQAAAABJRU5ErkJggg==)
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